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Abstract: An algorithm and software based on the concept of cellular automata was developed for removing salt and pepper noise efficiently. The paper shows the software programming for developing an algorithm and software called Cellular Automata Image Denoising (CAID) toolkit. This paper presents the CAID toolkit using examples and discusses how the CAID toolkit is designed. Matlab code was used to develop a software program for removing salt and pepper noise in gray and color images. We hope the code will help the researchers who are interested in the Image Denoising for research of image processing.
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1. Introduction

In this paper, a method based on cellular automata and string matching rules is proposed to remove Salt and Pepper noise efficiently. In order to make our research reproducible [1], we are trying to not only describe the developed algorithms to “sufficient” precision in a paper, but also to give readers access to all the information (e.g., code, data, schemes) for their researches [2-3]. In the words of Buckheit and Donoho [4]: “The actual scholarship is the complete software development environment and the complete set of instructions which generated the figures.”. We try to share the details of the algorithms of Salt and Pepper Noise Reduction and the Programming codes. The Salt and Pepper Noise Reduction Programming has been developed in a Matlab language for our algorithms. The developed algorithms and their associated programs are known as the CAID toolkit. Our goal is to describe the concept that underlies CAID toolkit and to present examples of programs in the CAID toolkit. A complicated system can be understood by understanding its parts, and by understanding the relations between those parts and their immediate neighbors. For the purpose of clarity to show our algorithms, we only discuss the gray level image now.

Image processing applies filters with convolution operations on the images. Filters are designed as specific blocks and are used as masks for convolution operations. Using cellular automaton for image processing...
should involve the relation between the automaton and image processing. A digital image with size $m \times n$ is a bi-dimensional array with that each element called a pixel and with a gray level or color value. Each pixel can be characterized by the triplet $(i, j, k)$ where $(i, j)$ represents its position in the array and $k$ represents gray level or color. The image can be then considered as a particular configuration state of a cellular automaton that has as cellular space on the array defined by the image. Each site in the array corresponds to a pixel. Cellular automaton growth is used for image processing [5-7] and is controlled by predefined rules, usually controlled by program, or by some grammar rules.

Cellular automata (CA) [8, 9] consist of a regular grid of cells (pixels) and each cell (pixel) can be in only one of a finite number of possible states. For a gray level image, each cell (pixel) has 256 states that are composed of integer numbers from 0 to 255. The state of a cell (pixel) is determined by the previous states of a surrounding neighborhood of cells (pixels) and is updated synchronously in discrete time steps. The identical rules contained in each cell is essentially a finite state machine, usually specified in the form of grammar rules with an entry for every possible neighborhood configuration of states. Rosin[8] used the sequential floating forward search (SFFS) method [10] and made an experiment on filtering to overcome salt and pepper noise with RMS error criterion between the denoised and original image. However, the experiment is difficult to reproduce because the author did not provide source codes and data. The goal of the paper is to use examples to explain how to implement cellular automata to remove salt and pepper noise. Our algorithms only compared with the median filter because Matlab has the functions of median filter.

2. The CAID Toolkit

The CAID toolkit is developed to remove Salt and Pepper noise efficiently and it is based on string matching with cellular automata rules. Cellular Automata based on string matching rules to remove Salt and Pepper noise efficiently is explained in this section. Typical median filtering set the value of an output pixel to be the median of the neighborhood pixels. A block for masking the neighborhood pixels is used as a moving window to screen the whole image. Sorting algorithm should be run on the neighborhood pixels in the masked area before finding the median of the neighborhood pixels. The median value is used to replace the center pixel of the window. Because of no detection of the noise, the false pixels may be generated by some situations. Our proposed algorithm use Cellular Automata based on string matching rules to identify the pixels of Salt and Pepper noise, then the median filter is used only on these identified pixels. Besides, noisy pixels can be captured by string keywords and replaced by the value, which is the median of the neighborhood pixels.

2.1. Synthetic image and noise

A synthetic grayscale image is crated by Matlab codes. The following codes are used to display a synthetic grayscale image as shown in Figure 1(a) and the algorithm is described as follows:

1. A square area is generated with the size 64x64 and each pixel has gray level value 100.
2. Another square block area is built in the previous square area with the size 41x41 and each pixel has gray level value 140.
3. A circle is built with a radius 8 and it has the center point at middle of the squares.

The file name of the codes that implemented the above algorithms is Synthetic image.m.

An image with Salt and Pepper Noise is displayed in Figure 1(b) that is generated by
the Matlab function “imnoise()” with a parameter (d), which is the noise density. All numerical parameters are normalized and they correspond to operations with images with intensities ranging from 0 to 1. This function affects some pixels in the image and their function value is approximately equal to values of elements in the image array plus the parameter (d). Our algorithm, which has a noise detector, is different from the classical median filter. The pixels with the greatest gray level (255) and the lowest gray level (0) represent the salt and pepper, respectively. Thresholding method is used to separate the noise from the objects and background in the image. The binary image is obtained by a threshold.

![Figure 1](image1.png)

**Figure 1.** (a) a synthetic grayscale image and (b) with Salt and Pepper Noise(d=0.02).

![Figure 2](image2.png)

**Figure 2.** (a) a binary image obtained by labeling white pixels that whose gray level is greater than 250, (b) a binary image obtained by labeling white pixels that whose gray level is lower than 10 and (c) a binary image obtained by is the union set of the noise in (a) and (b).

In Figure 2(a) and Figure 2(b), threshold 250 is used to select the pixels of Salt Noise and threshold 10 is used to select the pixels of Pepper Noise. These thresholds are flexible to be chosen for the separation of the Salt and Pepper Noise from the other objects in the image. All the pixels in Figure 2(a) and Figure 2(b) are noise to be removed and the union of the noise pixels is shown in Figure 2(c).

In the next subsection, we are going to introduce the classical median filter that will be used to compare the results by our developed algorithms.
2.2. Noise Filters

The classical noise filters use a two-dimensional mask matrix to compute convolutions on an input image. Considering a filter matrix $F$ with dimensions $(M, N)$ and an image matrix $I$ with dimension $(M, N)$, the equation of the 2-D discrete convolution is described as the following.

$$\sum_{m=0}^{M} \sum_{n=0}^{N} F(m, n) \times I(i-m, j-n)$$  \hspace{1cm} (1)

Where a two dimensional matrix $I$ represents an image and $I(i,j)$ is the gray level at the pixel whose location is indexed by the symbol $(i,j)$ and constrained by $0 \leq i \leq M - 1$ and $0 \leq j \leq N - 1$.

An example of a filter matrix $F$ with sizes 3x3 is shown as the following.

$$F = \begin{bmatrix} f(0,0) & f(0,1) & f(0,2) \\ f(1,0) & f(1,1) & f(0,2) \\ f(2,0) & f(2,1) & f(0,2) \end{bmatrix}$$  \hspace{1cm} (2)

For an averaging filter with size 3x3, the filter is matrix represented as the following.

$$F_{\text{avg}} = \begin{bmatrix} 1 & 1 & 1 \\ 9 & 9 & 9 \\ 1 & 1 & 1 \\ 9 & 9 & 9 \end{bmatrix}$$  \hspace{1cm} (3)

The image with Salt and Pepper Noise as shown in Figure 3(a) is denoised by the averaging filter as the equation (3). The result image is blurred as shown in Figure 3(b) and the noise is not removed.

![Figure 3.](image-url) (a) an image with Salt and Pepper Noise and (b) the denoised image by averaging filter.

Median filter is the median value of an array that is use as a mask. As described in Matlab help function, Median filtering is a nonlinear operation often used in image processing to reduce "salt and pepper" noise. A median filter is more effective than convolution when the goal is to reduce noise and to preserve edges simultaneously. We used the function medfilt2() to perform median filtering of the image matrix in two dimensions. Each output pixel contains the median value in the 3-by-3 neighborhood around the corresponding pixel in the input image. The function medfilt2() pads the image with 0's on the edges, so the median values for the points on the corners of the edges might appear distorted.
The image with Salt and Pepper Noise as shown in Figure 4(a) is denoised by the median filter and the result image is shown in Figure 4(b). The noise is removed but the color of the four corners is changed. Our algorithm is developed to overcome the drawback of the median filter by cellular automata represented with some rules to detect the noised pixels.

2.3. Cellular Automata

An image with Salt and Pepper Noise has pixels with the greatest gray level (255) and the lowest gray level (0). The thresholding method is used to separate the noise from the objects and background as shown in Figure 2(c).

We use a mask with the size 4x4 and some keywords to detect the Salt and Pepper Noise.

There are some rules to detect noise by the mask. For every cell at the boundary of the mask in Table 1 can not be a noise. The cell is labeled as class zero if it is not a noise and label class one if it is a noise. We represent the class zero by gray color and class one by white color as shown in Table 3.
In Table 3, the mask has four pixels that are influenced by noises. We use a binary string matrix $[0000110011000000]$ to represent the case as in the table 4. Consider the two strings str1 and str2, we use Matlab function strcmp() returns logical 0 (false) if the strings str1 and str2 are not identical. If the strings str1 and str2 are identical, the function returns logical 1 (true). We replace the gray level of the pixels 6,7,10,11 by the median of the values of the other pixels numbered.

<table>
<thead>
<tr>
<th></th>
<th>1</th>
<th>5</th>
<th>9</th>
<th>13</th>
</tr>
</thead>
<tbody>
<tr>
<td>2</td>
<td>6</td>
<td>10</td>
<td>14</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>7</td>
<td>11</td>
<td>15</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>8</td>
<td>12</td>
<td>16</td>
<td></td>
</tr>
</tbody>
</table>

**Table 4.** The mask in Table 3 is reshaped to one dimensional array.

Comparing the images in Figure 2(c) and Figure 5(b), the number of noise is not reduced very much because there are few isolated pixel groups that are composed of four pixels influenced by noises. We consider four masks in Table 5 to remove these isolated pixels that are influenced by noises.

There are four cases Table 5(a), (b), (c) and (d) with masks having three white color cells. Table 5. Four masks having three white cells are labeled with class zero by gray color and class one by white color.

**Figure 5.** (a) the denoised image by mask that is the string matrix $[0000011001100000]$, and (b) the binary image with noise pixels that were not removed.

In Table 5, the four corresponding binary string matrixes are $[0000010011000000]$, $[0000011000100000]$, $[0000100011000000]$, and $[0000110010000000]$ each of which represents each case.

**Table 5.** Four masks having three white cells are labeled with class zero by gray color and class one by white color.
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Figure 6. (a) the denoised image by mask that are the string matrixes in Table 3 and Table 5 and (b) the binary image with noise pixels that were not removed.

Comparing the images in Figure 6(b) and Figure 5(b), the number of noise is not reduced very much because there are few isolated pixel groups that are composed of three pixels influenced by noises. We consider six masks in Table 6 to remove those isolated pixel groups that are composed of two pixels influenced by noises. There are six cases as (a), (b), (c), (d), (e) and (f) with masks having two white cells in Table 6.

Table 6. Six masks having two white cells are labeled with class zero by gray color and class one by white color.

The six corresponding binary string matrices are [000010001000000], [00000000011- 00000], [000001000100000], [0000011- 000000000], [0000010000100000], and [0000001001000000], each of which represents each case.

Comparing the images in Figure 7(b) and Figure 6(b), the number of noise is not reduced very much because there are few isolated pixel groups that are composed of two pixels influenced by noises. We consider four masks in Table 7 to remove those isolated pixel groups that are composed of one pixel.
influenced by noise. There are four cases (a), (b), (c) and (d) with masks having only a white cell color in Table 7.

The four corresponding binary string matrixes are [00000000] [0000000000100000], and [0000000000010000] each of which represents each case.

Table 6. Six masks having two white cells are labeled with class zero by gray color and class one by white color.

<p>| | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>5</td>
<td>9</td>
<td>13</td>
</tr>
<tr>
<td>2</td>
<td>6</td>
<td>10</td>
<td>14</td>
</tr>
<tr>
<td>3</td>
<td>7</td>
<td>11</td>
<td>15</td>
</tr>
<tr>
<td>4</td>
<td>8</td>
<td>12</td>
<td>16</td>
</tr>
</tbody>
</table>

(a) (b)

<p>| | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>5</td>
<td>9</td>
<td>13</td>
</tr>
<tr>
<td>2</td>
<td>6</td>
<td>10</td>
<td>14</td>
</tr>
<tr>
<td>3</td>
<td>7</td>
<td>11</td>
<td>15</td>
</tr>
<tr>
<td>4</td>
<td>8</td>
<td>12</td>
<td>16</td>
</tr>
</tbody>
</table>

(c) (d)

<p>| | | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>5</td>
<td>9</td>
<td>13</td>
</tr>
<tr>
<td>2</td>
<td>6</td>
<td>10</td>
<td>14</td>
</tr>
<tr>
<td>3</td>
<td>7</td>
<td>11</td>
<td>15</td>
</tr>
<tr>
<td>4</td>
<td>8</td>
<td>12</td>
<td>16</td>
</tr>
</tbody>
</table>

(e) (f)

Figure 7. (a) the denoised image by masks that are the string matrixes in Table 3, Table 5 and Table 6 and (b) the binary image with noise pixels that were not removed.

Table 7. Four masks having one cell are labeled with class zero by gray color and class one by white color.
The four corresponding binary string matrixes are [0000010000000000], [0000001000000000] [0000000001000000], and [0000000000100000] each of which represents each case.

**Figure 8.** (a) the denoised image by mask comparing with the string matrixes in Table 3, Table 5, Table 6 and Table 7, and (b) the binary image with noise pixels that were not removed.

Comparing Figure 8(a) and Figure 8(b), a lot of pixel groups with one isolated pixel in a neighbourhood were removed, but the gray levels of two pixels at the boundary of the inner square were not correctly changed. Because the replacement by the median value of gray levels of surrounding pixels excludes itself, the error for selection of gray level occurs at the boundary of the image. To solve the problem, we should consider adding some rule for boundary detection and the modified rules are as following.

“When the noise pixels occurs at boundary, the selection of gray level for the noise replacement has to consider more than the general noise pixels.” For example, we consider Table 7(a) to implement the above rule as the following.

“If gray levels of cells (1, 2, 3) are the same value (GI(1)=GI(2)=GI(3)), there exists a boundary if the gray level GI(1) of the cell (1) is not equal to the gray level GI(5) of the cell (5). The value of gray level could be replaced by the median of gray level...
of the pixels at cells (5, 7, 9, 10 and 11).

**Else if** gray levels of cells (1, 5, 9) are the same value \( GI(1) = GI(5) = GI(9) \), there exists a boundary if the gray level \( GI(1) \) of the cell (1) is not equal to the gray level \( GI(2) \) of the cell (2). The value of gray level could be replaced by the median of gray level of the pixels at cells (2, 3, 7, 10 and 11).

**Else if** gray levels of cells (9, 10, 11) are the same value \( GI(9) = GI(10) = GI(11) \), there exists a boundary if the gray level \( GI(9) \) of the cell (11) is not equal to the gray level \( GI(5) \) of the cell (5). The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 5 and 7).

**Else if** gray levels of cells (3, 7, 11) are the same value \( GI(3) = GI(7) = GI(11) \), there exists a boundary if the gray level \( GI(3) \) of the cell (3) is not equal to the gray level \( GI(2) \) of the cell (2). The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 5, 9 and 10).

**else**

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 8, 9, 11, 10, 12, 13, 14, 15 and 16).

**end**

For the Table 7(b), the rules are statements as the following.

**If** gray levels of cells (2, 3, 4) are the same value \( GI(2) = GI(3) = GI(4) \), there exists a boundary if the gray level \( GI(2) \) of the cell (2) is not equal to the gray level \( GI(6) \) of the cell (6). The value of gray level could be replaced by the median of gray level of the pixels at cells (6, 8, 10, 11 and 12).

**Else if** gray levels of cells (2, 6, 10) are the same value \( GI(2) = GI(6) = GI(10) \), there exists a boundary if the gray level \( GI(2) \) of the cell (2) is not equal to the gray level \( GI(3) \) of the cell (3). The value of gray level could be replaced by the median of gray level of the pixels at cells (3, 4, 8, 11 and 12).

**Else if** gray levels of cells (10, 11, 12) are the same value \( GI(10) = GI(11) = GI(12) \), there exists a boundary if the gray level \( GI(10) \) of the cell (10) is not equal to the gray level \( GI(6) \) of the cell (6). The value of gray level could be replaced by the median of gray level of the pixels at cells (2, 3, 4, 6 and 8).

**Else if** gray levels of cells (4, 8, 12) are the same value \( GI(4) = GI(8) = GI(12) \), there exists a boundary if the gray level \( GI(4) \) of the cell (4) is not equal to the gray level \( GI(3) \) of the cell (3). The value of gray level could be replaced by the median of gray level of the pixels at cells (2, 3, 6, 10 and 11).

**else**

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 8, 9, 11, 10, 12, 13, 14, 15 and 16).

**end**

For the Table 7(c), the rules are statements as the following.

**If** gray levels of cells (5, 6, 7) are the same value \( GI(5) = GI(6) = GI(7) \), there exists a boundary if the gray level \( GI(5) \) of the cell (5) is not equal to the gray level \( GI(9) \) of the cell (9). The value of gray level could be replaced by the median of gray level of the pixels at cells (9, 11, 13, 14 and 15).

**Else if** gray levels of cells (5, 9, 13) are the same value \( GI(5) = GI(9) = GI(13) \), there exists a boundary if the gray level \( GI(5) \) of the cell (5) is not equal to the gray level \( GI(6) \) of the cell (6). The value of gray level
for replacement could be replaced by the median of gray level of the pixels at cells (6, 7, 11, 14 and 15). 

**Else if** gray levels of cells (13, 14, 15) are the same value \((GI(13) = GI(14) = GI(15))\), there exists a boundary if the gray level \(GI(13)\) of the cell (13) is not equal to the gray level \(GI(9)\) of the cell (9). The value of gray level could be replaced by the median of gray level of the pixels at cells (5, 6, 7, 9 and 11). 

**Else if** gray levels of cells (7, 11, 15) are the same value \((GI(7) = GI(11) = GI(15))\), there exists a boundary if the gray level \(GI(7)\) of the cell (7) is not equal to the gray level \(GI(6)\) of the cell (6). The value of gray level could be replaced by the median of gray level of the pixels at cells (5, 6, 9, 13 and 14). 

**else**

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 7, 8, 9, 11, 12, 13, 14, 15 and 16). 

**end**

For the table 7(d), the rules are statements as the following.

**If** gray levels of cells (6, 7, 8) are the same value \((GI(6) = GI(7) = GI(8))\), there exists a boundary if the gray level \(GI(6)\) of the cell (6) is not equal to the gray level \(GI(10)\) of the cell (10). The value of gray level for replacement could be replaced by the median of gray level of the pixels at cells (10, 12, 14, 15 and 16).

**Else if** gray levels of cells (6, 10, 14) are the same value \((GI(6) = GI(10) = GI(14))\), there exists a boundary if the gray level \(GI(6)\) of the cell (6) is not equal to the gray level \(GI(7)\) of the cell (7). The value of gray level could be replaced by the median of gray level of the pixels at cells (10, 12, 14, 15 and 16).

**Else if** gray levels of cells (14, 15, 16) are the same value \((GI(14) = GI(15) = GI(16))\), there exists a boundary if the gray level \(GI(14)\) of the cell (14) is not equal to the gray level \(GI(10)\) of the cell (10). The value of gray level could be replaced by the median of gray level of the pixels at cells (6, 7, 10, 14 and 15).

**else**

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 13, 14, 15 and 16).

**end**

If we replace the noised pixels with the value selected by the modified rules, the denoised image is as shown in Figure 9. Comparing Figure 8(a) and Figure 8(b), a lot of pixel groups with one isolated pixel in a neighbourhood were removed, but the gray levels of two pixels at the boundary of the inner square were not correctly changed. Because the replacement by the median value of gray levels of surrounding pixels excludes itself, the error for selection of gray level occurs at the boundary of the image. To solve the problem, we should consider adding some rule for boundary detection and the modified rules are as following.

“**When the noise pixels occurs at boundary, the selection of gray level for the noise replacement has to consider more than the general noise pixels.**”

For example, we consider Table 7(a) to implement the above rule as the following.

**If** gray levels of cells (1, 2, 3) are the same
value \((GI(1) = GI(2) = GI(3))\), there exists a boundary if the gray level \(GI(1)\) of the cell (1) is not equal to the gray level \(GI(5)\) of the cell (5). The value of gray level could be replaced by the median of gray level of the pixels at cells (5, 7, 9, 10 and 11).

**Else if** gray levels of cells (1, 5, 9) are the same value \((GI(1) = GI(5) = GI(9))\), there exists a boundary if the gray level \(GI(1)\) of the cell (1) is not equal to the gray level \(GI(2)\) of the cell (2). The value of gray level could be replaced by the median of gray level of the pixels at cells (2, 3, 7, 10 and 11).

**Else if** gray levels of cells (9, 10, 11) are the same value \((GI(9) = GI(10) = GI(11))\), there exists a boundary if the gray level \(GI(9)\) of the cell (11) is not equal to the gray level \(GI(5)\) of the cell (5). The value of gray level could be replaced by the median of gray level of the pixels at cells (2, 3, 5 and 7).

**Else if** gray levels of cells (3, 7, 11) are the same value \((GI(3) = GI(7) = GI(11))\), there exists a boundary if the gray level \(GI(3)\) of the cell (3) is not equal to the gray level \(GI(2)\) of the cell (2). The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 5, 9 and 10).

**else**

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 8, 9, 11, 10, 12, 13, 14, 15 and 16).

**end**

For the Table 7(b), the rules are statements as the following.

**If** gray levels of cells (2, 3, 4) are the same value \((GI(2) = GI(3) = GI(4))\), there exists a boundary if the gray level \(GI(2)\) of the cell (2) is not equal to the gray level \(GI(6)\) of the cell (6). The value of gray level could be replaced by the median of gray level of the pixels at cells (6, 8, 10, 11 and 12).

**Else if** gray levels of cells (2, 6, 10) are the same value \((GI(2) = GI(6) = GI(10))\), there exists a boundary if the gray level \(GI(2)\) of the cell (2) is not equal to the gray level \(GI(3)\) of the cell (3). The value of gray level could be replaced by the median of gray level of the pixels at cells (3, 4, 8, 11 and 12).

**Else if** gray levels of cells (10, 11, 12) are the same value \((GI(10) = GI(11) = GI(12))\), there exists a boundary if the gray level \(GI(10)\) of the cell (10) is not equal to the gray level \(GI(6)\) of the cell (6). The value of gray level could be replaced by the median of gray level of the pixels at cells (2, 3, 4, 6 and 8).

**Else if** gray levels of cells (4, 8, 12) are the same value \((GI(4) = GI(8) = GI(12))\), there exists a boundary if the gray level \(GI(4)\) of the cell (4) is not equal to the gray level \(GI(3)\) of the cell (3). The value of gray level could be replaced by the median of gray level of the pixels at cells (2, 3, 6, 10 and 11).

**else**

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 8, 9, 11, 10, 12, 13, 14, 15 and 16).

**end**

For the Table 7(c), the rules are statements as the following.

**If** gray levels of cells (5, 6, 7) are the same value \((GI(5) = GI(6) = GI(7))\), there exists a boundary if the gray level \(GI(5)\) of the cell (5) is not equal to the gray level \(GI(9)\) of the cell (9). The value of gray level could be replaced by the median of gray level of the pixels at cells (9, 11, 13, 14 and 15).

**Else if** gray levels of cells (5, 9, 13) are the same value \((GI(5) = GI(9) = GI(13))\), there
exists a boundary if the gray level $GI(5)$ of the cell (5) is not equal to the gray level $GI(6)$ of the cell (6). The value of gray level for replacement could be replaced by the median of gray level of the pixels at cells (6, 7, 11, 14 and 15).

Else if gray levels of cells (13, 14, 15) are the same value ($GI(13) = GI(14) = GI(15)$), there exists a boundary if the gray level $GI(13)$ of the cell (13) is not equal to the gray level $GI(9)$ of the cell (9). The value of gray level could be replaced by the median of gray level of the pixels at cells (5, 6, 7, 9 and 11).

Else if gray levels of cells (7, 11, 15) are the same value ($GI(7) = GI(11) = GI(15)$), there exists a boundary if the gray level $GI(7)$ of the cell (7) is not equal to the gray level $GI(6)$ of the cell (6). The value of gray level could be replaced by the median of gray level of the pixels at cells (5, 6, 9, 13 and 14).

else

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 7, 8, 9, 11, 12, 13, 14, 15 and 16).
end

"For the table 7(d), the rules are statements as the following.

"If" gray levels of cells (6, 7, 8) are the same value ($GI(6) = GI(7) = GI(8)$), there exists a boundary if the gray level $GI(6)$ of the cell (6) is not equal to the gray level $GI(10)$ of the cell (10). The value of gray level for replacement could be replaced by the median of gray level of the pixels at cells (10, 12, 14, 15 and 16).

Else if gray levels of cells (6, 10, 14) are the same value ($GI(6) = GI(10) = GI(14)$), there exists a boundary if the gray level $GI(6)$ of the cell (6) is not equal to the gray level $GI(7)$ of the cell (7). The value of gray level could be replaced by the median of gray level of the pixels at cells (10, 12, 14, 15 and 16).

Else if gray levels of cells (14, 15, 16) are the same value ($GI(14) = GI(15) = GI(16)$), there exists a boundary if the gray level $GI(14)$ of the cell (14) is not equal to the gray level $GI(10)$ of the cell (10). The value of gray level could be replaced by the median of gray level of the pixels at cells (6, 7, 8, 10 and 12).

Else if gray levels of cells (8, 12, 16) are the same value ($GI(8) = GI(12) = GI(16)$), there exists a boundary if the gray level $GI(8)$ of the cell (8) is not equal to the gray level $GI(7)$ of the cell (7). The value of gray level could be replaced by the median of gray level of the pixels at cells (6, 7, 10, 14 and 15).

else

The value of gray level could be replaced by the median of gray level of the pixels at cells (1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 12, 13, 14, 15 and 16).
end"

If we replace the noised pixels with the value selected by the modified rules, the denoised image is as shown in Figure 9.
The mistake of changing colour is solved by the modified replacement rule in Figure 8(a), but in Figure 9(a) and Figure 9(b), some noise pixels at the boundary of the image were not removed. They were not detected by all the tables because the mask is designed to follow the fact that the noised pixels are at the center pixels of the mask surrounded by normal pixels.

2.4 Boundary pixels detection and replacements

We try to detect the noise pixels at the boundary of the image and replace their gray level. But we try to find a method without changing or adding the detection rules. Figure 2(c) is a map we used to detect the noised pixels. For example, we enlarge the map by adding four new boundaries. If the size of original image is m by n, we make an enlarged map with the size (m+2) by (n+2). The new upper and lower boundaries are 1x(n+2) row matrixes with zeros. The added left and right boundaries are (m+2)x1 column matrixes with zeros. If we use the enlarged map in Figure 10(a), the noised images is obtained in Figure 10(b).

3. Experimental results and discussions

The Root Mean Square (RMS) Error is used as the performance measure for comparing our results with those of the median filter.

3.1. Root Mean Square (RMS) Error

The RMS Error is defined as follows:

\[ RMS \text{ Error} = \sqrt{\frac{1}{m \times n} \sum_{i=1}^{m} \sum_{j=1}^{n} (f(i, j) - g(i, j))^2} \]

The functions \( f(i, j) \) and \( g(i, j) \) are original and denoised image respectively. The numbers \( m \) and \( n \) are the size of the original image.

3.2. Results and Discussions

There are one gray image and one color image contaminated by Salt and Pepper used for testing our algorithm.

3.2.1. Gray Image Test

A gray image in Figure 11(a) is a picture taken from a set of objects on a paper. The image contaminated by Salt and Pepper Noise as shown in Figure 11(b).
Figure 10. (a) a denoised image with the added boundaries and (b) the black boundary strips were removed. The noise pixels on the boundary are removed as shown in the Figure 10(b) and the result is better than that of the median filter in Figure 4(b), respectively.

Figure 11. (a) original gray image, (b) the noised image with Salt Pepper Noise, (c) the denoised image, (d) the binary image with noise pixels that were not removed, and (e) the denoised image by the median filter.

The denoised image is shown in Figure 11(c) and the binary image with noise pixels
not removed is shown in Figure 11(d). The noise groups include more than four pixels and they can be removed in the future if the mask is developed for removing these kinds of noise groups. The denoised image by the median filter is shown in Figure 11(e). The RMS Errors of median filter and our algorithm are 1.7824 and 0.5153. The result shows that our algorithm has better performance for removing Salt and Pepper Noise because our algorithm has the capability of detection of noise pixels.

3.2.2. Color Image Test

A color image in Figure 12(a) is a picture taken from the Sun Moon Lake, which is a famous scenic spot in the central Taiwan. The image contaminated by Salt and Pepper Noise is shown in Figure 12(b).

![Figure 12](image)

**Figure 12.** A color image (a) without and (b) with Salt and Pepper Noise (d= 0.0005).

![Figure 13](image)

**Figure 13.** (a) a gray image with Salt and Pepper Noise, and (b) binary image by Thresholding method.

We use the process of gray level replacement before the noise detection. A gray image in Figure 13(a) is obtained from Figure 12(b) by converting RGB image to grayscale image. Figure 13(b) is a binary image by applied Thresholding method on the the image in Figure 13(a). The upper threshold is 200 and the lower threshold is 55.

There are three channels of a color image: red, green, and blue channels. We used Figure 13(b) to detect the noise pixels and replace color of noised pixels. The codes are the same

![Figure 14](image)
as those used for replacing the value of the gray level of the gray image. For each channel, the gray image is denoised and then three denoised gray images of the three channels are combined together to get a color denoised image as in Figure 14.
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Figure 14. (a) a color image with Salt and Pepper Noise (d= 0.0005), and (b) a denoised color image obtained by removing the Salt and Pepper Noise.

As shown in Figure 14(a) and Figure 14(b), we can find that some pixels of noise were removed. Some groups having more than 4 noise pixels are not removed because our mask is suitable for groups with only less than 4 noise pixels.

4. Conclusions

Cellular automaton for reduction of image noise was proposed. We used examples to explain the algorithm and the method to design the algorithm for the detection of noised pixels and replacement of the gray level of the noised pixel. Synthetic image is used to test comparing performances between our algorithm and median filter. There were four pixels with error gray level by using median filter to remove the Salt and Pepper Noise. Our algorithm overcomes the drawbacks of median filter by cellular automata to detect the pixels influenced by noises and to replace them with some rules. A real gray image and a color image were used to demonstrate that our proposed algorithm has very good performance. In the future, masks will be developed for removing the noise groups including more than four pixels.

Acknowledgement

We wish to express the appreciation to the National Science Council, Taiwan for the financial support on this research (contract number NSC 99-2115-M-324 001).

References


