

## Objectives
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## Example 12

Store +7 in an 8-bit memory location using two's complement representation.

## Solution

First change the number to binary 111. Add five Os to make a total of $N(8)$ bits, 00000111.The sign is positive, so no more action is needed. The result is:

00000111
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## Example 13

Store -40 in a 16-bit memory location using two's complement representation.

## Solution

First change the number to binary 101000. Add ten Os to make a total of $N(16)$ bits,
0000000000101000. The sign is negative, so leave the rightmost 0 s up to the first 1 (including the 1) unchanged and complement the rest. The result is:

## 1111111111011000

## Example 14

Interpret 11110110 in decimal if the number was stored as a two's complement integer.

## Solution

The leftmost bit is 1. The number is negative. Leave 10 at the right alone and complement the rest. The result is $\mathbf{0 0 0 0 1 0 1 0 \text { . The two's }}$ complement number is 10 . So the original number was -10 .

| Table 3.9 Summary of integer representation |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
| Contents of Memory | Unsigned | Sign-andMagnitude | One's Complement | Two's Complement |
| 0000 | 0 | +0 | +0 | +0 |
| 0001 | 1 | +1 | +1 | +1 |
| 0010 | 2 | +2 | +2 | +2 |
| 0011 | 3 | +3 | +3 | +3 |
| 0100 | 4 | +4 | +4 | +4 |
| 0101 | 5 | +5 | +5 | +5 |
| 0110 | 6 | +6 | +6 | +6 |
| 0111 | 7 | +7 | +7 | +7 |
| 1000 | 8 | -0 | -7 | -8 |
| 1010 | 10 | -1 | ${ }_{-5}$ | -7 |
| 1011 | 11 | -3 | -4 | -5 |
| 1100 | 12 | -4 | -3 | -4 |
| 1101 | 13 | -5 | -2 | -3 |
| 1110 1111 | 14 15 | -6 -7 | -1 | -2 -1 |
| Wrooks/Cole |  |  |  |  |


| 8-bit allocation | 16-bit allocation |
| :---: | :---: |
| 00000111 | 0000000000000111 |
| 11111001 | 1111111111111001 |
| 01111100 | 0000000001111100 |
| 10000100 | 1111111110000100 |
| overflow | 0110000010111000 |
| overflow | 1001111101001000 |

## 엽 Note:

Two's complement can be achieved by reversing all bits except the rightmost bits up to the first 1 (inclusive). If you two's complement the first 1 (inclusive). If you two's complement
a positive number, you get the corresponding negative number. If you two's complement a negative number, you get the corresponding positive number. If you two's complement a number twice, you get the original number.
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Table 3.8 Example of storing two's complement integers in two different computers



## Note:

Rule of Adoling Integers in TWO's Conjolenent
Add 2 bits and propagate the carry to the next column. If there is a final carry after the leftmost column addition, discard it. ©Brooks/Cole,


Table 4.1 Adding bits



## Example 3

Add two numbers in two's complement representation: $(-35)+(+20) \rightarrow(-15)$

## Solution

Carry $\quad 1 \begin{array}{lll}1 & 1\end{array}$



## Logical Operations

- A single bit can be either 0 or 1
- We can interpret 0 and 1 logically
- 0 - false;
- 1 - true;
- Logical operation - operations applied on bits interpreted as logical values




## Example 8

Use the AND operator on bit patterns 10011000
and 00110101.

## Solution

Target 10011000 AND 00110101

Result
00010000
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## Conclusions

- Most computers today use the two's complement method of integer representation
- We can perform arithmetic and logic operations on bits
- To subtract in two's complement, just negate the number to be subtracted and add
- Numbers to be added must be within the range defined by the bit allocation
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[^0]:    $\square$ Understand two's complement format of integer representation.
    $\square$ Apply arithmetic operations on bits when the integer is represented in two's complement.
    $\square$ Apply logical operations on bits.

